<https://docs.microsoft.com/en-us/sql/t-sql/functions/openjson-transact-sql>

# OPENJSON (Transact-SQL)

2016-6-10 10 min to read Contributors

* [![Douglas Laudenschlager](data:image/jpeg;base64,/9j/2wCEAAgGBgcGBQgHBwcJCQgKDBQNDAsLDBkSEw8UHRofHh0aHBwgJC4nICIsIxwcKDcpLDAxNDQ0Hyc5PTgyPC4zNDIBCQkJDAsMGA0NGDIhHCEyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMv/AABEIABAAEAMBIgACEQEDEQH/xAGiAAABBQEBAQEBAQAAAAAAAAAAAQIDBAUGBwgJCgsQAAIBAwMCBAMFBQQEAAABfQECAwAEEQUSITFBBhNRYQcicRQygZGhCCNCscEVUtHwJDNicoIJChYXGBkaJSYnKCkqNDU2Nzg5OkNERUZHSElKU1RVVldYWVpjZGVmZ2hpanN0dXZ3eHl6g4SFhoeIiYqSk5SVlpeYmZqio6Slpqeoqaqys7S1tre4ubrCw8TFxsfIycrS09TV1tfY2drh4uPk5ebn6Onq8fLz9PX29/j5+gEAAwEBAQEBAQEBAQAAAAAAAAECAwQFBgcICQoLEQACAQIEBAMEBwUEBAABAncAAQIDEQQFITEGEkFRB2FxEyIygQgUQpGhscEJIzNS8BVictEKFiQ04SXxFxgZGiYnKCkqNTY3ODk6Q0RFRkdISUpTVFVWV1hZWmNkZWZnaGlqc3R1dnd4eXqCg4SFhoeIiYqSk5SVlpeYmZqio6Slpqeoqaqys7S1tre4ubrCw8TFxsfIycrS09TV1tfY2dri4+Tl5ufo6ery8/T19vf4+fr/2gAMAwEAAhEDEQA/AOh8dtPYWFkkMkkS3F0sLtGdp5BwM9hxzV7w1bSTQSoxmZFCMvmtuKkg5GfwrzvxJ4uuNbt4ljt5BCsqyAPMXwRyCAR7nvWzDrWqxWTJayNDIwAIRztVv69xmqbre0UxRjR9g6fW5//Z)](https://github.com/douglaslMS)

* [![Jovan Popovic](data:image/jpeg;base64,/9j/4AAQSkZJRgABAQAAAQABAAD//gA7Q1JFQVRPUjogZ2QtanBlZyB2MS4wICh1c2luZyBJSkcgSlBFRyB2NjIpLCBxdWFsaXR5ID0gOTAK/9sAQwADAgIDAgIDAwMDBAMDBAUIBQUEBAUKBwcGCAwKDAwLCgsLDQ4SEA0OEQ4LCxAWEBETFBUVFQwPFxgWFBgSFBUU/9sAQwEDBAQFBAUJBQUJFA0LDRQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQU/8AAEQgAEAAQAwEiAAIRAQMRAf/EAB8AAAEFAQEBAQEBAAAAAAAAAAABAgMEBQYHCAkKC//EALUQAAIBAwMCBAMFBQQEAAABfQECAwAEEQUSITFBBhNRYQcicRQygZGhCCNCscEVUtHwJDNicoIJChYXGBkaJSYnKCkqNDU2Nzg5OkNERUZHSElKU1RVVldYWVpjZGVmZ2hpanN0dXZ3eHl6g4SFhoeIiYqSk5SVlpeYmZqio6Slpqeoqaqys7S1tre4ubrCw8TFxsfIycrS09TV1tfY2drh4uPk5ebn6Onq8fLz9PX29/j5+v/EAB8BAAMBAQEBAQEBAQEAAAAAAAABAgMEBQYHCAkKC//EALURAAIBAgQEAwQHBQQEAAECdwABAgMRBAUhMQYSQVEHYXETIjKBCBRCkaGxwQkjM1LwFWJy0QoWJDThJfEXGBkaJicoKSo1Njc4OTpDREVGR0hJSlNUVVZXWFlaY2RlZmdoaWpzdHV2d3h5eoKDhIWGh4iJipKTlJWWl5iZmqKjpKWmp6ipqrKztLW2t7i5usLDxMXGx8jJytLT1NXW19jZ2uLj5OXm5+jp6vLz9PX29/j5+v/aAAwDAQACEQMRAD8A9e/bs1rxTY6H4U0rRtQ1PRvD2pXFw2sahouRd4jRGjgRv4d+ZCfUJjpkHnv2O4fEmk+OdQ8Nxaxr2teGJ9OkvY59ey0lpLE8SLGj5IKusxOP+mZ4613/AO1nfTeKvhRdaPplobi+eWOSO9jY/wCjMp5ZVxlsqWQ9MBzXP/sT6HHoHhbVbWe/jl1+2mie4hKeWltEVJiTaxyATljjruHtXPUdSFXS9j06apPDu/xX0P/Z)](https://github.com/JocaPC)

* [![Craig Guyer](data:image/jpeg;base64,/9j/2wCEAAgGBgcGBQgHBwcJCQgKDBQNDAsLDBkSEw8UHRofHh0aHBwgJC4nICIsIxwcKDcpLDAxNDQ0Hyc5PTgyPC4zNDIBCQkJDAsMGA0NGDIhHCEyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMv/AABEIABAAEAMBIgACEQEDEQH/xAGiAAABBQEBAQEBAQAAAAAAAAAAAQIDBAUGBwgJCgsQAAIBAwMCBAMFBQQEAAABfQECAwAEEQUSITFBBhNRYQcicRQygZGhCCNCscEVUtHwJDNicoIJChYXGBkaJSYnKCkqNDU2Nzg5OkNERUZHSElKU1RVVldYWVpjZGVmZ2hpanN0dXZ3eHl6g4SFhoeIiYqSk5SVlpeYmZqio6Slpqeoqaqys7S1tre4ubrCw8TFxsfIycrS09TV1tfY2drh4uPk5ebn6Onq8fLz9PX29/j5+gEAAwEBAQEBAQEBAQAAAAAAAAECAwQFBgcICQoLEQACAQIEBAMEBwUEBAABAncAAQIDEQQFITEGEkFRB2FxEyIygQgUQpGhscEJIzNS8BVictEKFiQ04SXxFxgZGiYnKCkqNTY3ODk6Q0RFRkdISUpTVFVWV1hZWmNkZWZnaGlqc3R1dnd4eXqCg4SFhoeIiYqSk5SVlpeYmZqio6Slpqeoqaqys7S1tre4ubrCw8TFxsfIycrS09TV1tfY2dri4+Tl5ufo6ery8/T19vf4+fr/2gAMAwEAAhEDEQA/APRfF6y6nqi2y3E0C2iebE0LEFnOPTuP0598bvhbUru/09477m5t28tpMAeZ7kDoev5Vx/jnWrHRvEarbT+XevD5lwnzAZH3Dx1bnp0wOSO+L4T+Isul3YttRgVrW6uSzz7jui3YAz2IGMnp1NYxjPnb6G8pp01G5//Z)](https://github.com/craigg-msft)

**THIS TOPIC APPLIES TO:** ![yes](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAB0AAAARCAMAAAAWj1dGAAAAGXRFWHRTb2Z0d2FyZQBBZG9iZSBJbWFnZVJlYWR5ccllPAAAADNQTFRF////f7oAv9x/5/LPh74Q9/vvr9Rgn8tAj8Mg3+6/p9BQz+Wf1+mvl8cwx+GPt9hwv92AZTXqIwAAAIpJREFUeNp8kdkOhSAMRLvKJur/f+2t4YIIxHkgTU86KR2At/ggCrBW8nhLSBdwwyrPH9DGx+mEvdxAfSMhCOLbmxu8gI3SZCzRngiaJ2uyzm6beYWIS5oBToZjsVa4W1stStlJSk+l0B0ma8P5f63hv+r7a0xRsDwwzSlorCGsQ2Ryzp1toZ8AAwCLrAK4w4EXgwAAAABJRU5ErkJggg==)SQL Server (starting with 2016)![yes](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAB0AAAARCAMAAAAWj1dGAAAAGXRFWHRTb2Z0d2FyZQBBZG9iZSBJbWFnZVJlYWR5ccllPAAAADNQTFRF////f7oAv9x/5/LPh74Q9/vvr9Rgn8tAj8Mg3+6/p9BQz+Wf1+mvl8cwx+GPt9hwv92AZTXqIwAAAIpJREFUeNp8kdkOhSAMRLvKJur/f+2t4YIIxHkgTU86KR2At/ggCrBW8nhLSBdwwyrPH9DGx+mEvdxAfSMhCOLbmxu8gI3SZCzRngiaJ2uyzm6beYWIS5oBToZjsVa4W1stStlJSk+l0B0ma8P5f63hv+r7a0xRsDwwzSlorCGsQ2Ryzp1toZ8AAwCLrAK4w4EXgwAAAABJRU5ErkJggg==)Azure SQL Database![no](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAB0AAAARCAMAAAAWj1dGAAAAGXRFWHRTb2Z0d2FyZQBBZG9iZSBJbWFnZVJlYWR5ccllPAAAADNQTFRF////gpGfipil5+rt9/j5mqaxoa230Nbb7/HzwMjPsbrD4OPnyM/Vkp+rqbS9ucHJ2NzhjlsSJQAAAKJJREFUeNqUkckSxCAIRFkENG75/68dNKnU6OQynrAe1Q0NwB/PWkXUEt4Y11oysCmVF0jprjIdO4xkX43nRo8GENiL4OSk1TtgBFBiCILeI7bQLFORsuAwTavz9WXCCSHrSvvUFxy6P9T0go1o4LLSiD7l8HRvn69tgahnYUOe++iNK81T8V5P+h5Wf3BQ+T1EwjT0glV9uxI3rCr45PQRYABZ5wOSPSaRdgAAAABJRU5ErkJggg==)Azure SQL Data Warehouse ![no](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAB0AAAARCAMAAAAWj1dGAAAAGXRFWHRTb2Z0d2FyZQBBZG9iZSBJbWFnZVJlYWR5ccllPAAAADNQTFRF////gpGfipil5+rt9/j5mqaxoa230Nbb7/HzwMjPsbrD4OPnyM/Vkp+rqbS9ucHJ2NzhjlsSJQAAAKJJREFUeNqUkckSxCAIRFkENG75/68dNKnU6OQynrAe1Q0NwB/PWkXUEt4Y11oysCmVF0jprjIdO4xkX43nRo8GENiL4OSk1TtgBFBiCILeI7bQLFORsuAwTavz9WXCCSHrSvvUFxy6P9T0go1o4LLSiD7l8HRvn69tgahnYUOe++iNK81T8V5P+h5Wf3BQ+T1EwjT0glV9uxI3rCr45PQRYABZ5wOSPSaRdgAAAABJRU5ErkJggg==)Parallel Data Warehouse

**OPENJSON** is a table-value function that parses JSON text and returns objects and properties from the input JSON parameter as rows and columns. **OPENJSON** provides a rowset view over a JSON document, with the ability to explicitly specify the columns in the rowset and the property paths to use to populate the columns. Since **OPENJSON** returns a set of rows, you can use **OPENJSON** function in FROM clause of Transact-SQL statements like any other table, view, or table-value function.

##### Note

The **OPENJSON** function is available only under compatibility level 130 (or higher). If your database compatibility level is lower than 130, SQL Server will not be able to find and execute OPENJSON function. Other JSON functions are available at all compatibility levels. You can check compatibility level in sys.databases view or in database properties. You can change a compatibility level of database using the following command:  
ALTER DATABASE DatabaseName SET COMPATIBILITY\_LEVEL = 130

Note that compatibility level 120 might be default even in new Azure SQL Databases.

Use OPENJSON to import JSON data into SQL Server, or to convert JSON data to relational format for an app or service that can't consume JSON directly.
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## Syntax

Copy

OPENJSON( jsonExpression [ , path ] ) [ <with\_clause> ]

<with\_clause> ::= WITH ( { colName type [ column\_path ] [ AS JSON ] } [ ,...n ] )

##### Note

column\_type must be NVARCHAR(MAX) if **AS JSON** option is used.

**OPENJSON** table-value function parses jsonExpression provided as a first argument and returns one or many rows containing data from JSON objects in this expression. jsonExpression might contain nested sub-objects. If user wants to parse sub-object placed on some path within jsonExpression, he can specify second **path**parameter that will define where is placed JSON sub-object that should be parsed.
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By default, **OPENJSON** table-value function returns three columns with key name, value, and type of each {key:value} pair that is found in the jsonExpression. As an alternative, user can explicitly specify the schema of the result set that will return **OPENJSON** function using with\_clause:

with\_clause
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with\_clause contains the list of the columns that will be returned by **OPENJSON** with their types. By default, **OPENJSON** matches keys in jsonExpression with the column names in with\_clause. If column name does not match key name, user can specify optional column\_path that represents [JSON Path Expression](https://docs.microsoft.com/en-us/sql/relational-databases/json/json-path-expressions-sql-server) that references some key within the jsonExpression.

## Arguments

### jsonExpression

Is a Unicode character expression containing the JSON text.

OPENJSON iterates over the elements of the array or the properties of the object in the JSON expression and returns one row for each element or property. The following example returns each property of an object provided as jsonExpression:

tsqlCopy

DECLARE @json NVARCHAR(4000) = N'{

"StringValue":"John",

"IntValue":45,

"TrueValue":true,

"FalseValue":false,

"NullValue":null,

"ArrayValue":["a","r","r","a","y"],

"ObjectValue":{"obj":"ect"}

}'

SELECT \*

FROM OPENJSON(@json)

**Results**

| key | value | type |
| --- | --- | --- |
| StringValue | John | 1 |
| IntValue | Doe | 2 |
| TrueValue | true | 3 |
| FalseValue | false | 3 |
| NullValue | NULL | 0 |
| ArrayValue | ["a","r","r","a","y"] | 4 |
| ObjectValue | {"obj":"ect"} | 5 |

### path

Is a JSON path expression that references an object or an array within jsonExpression. **OPENJSON** will seek into JSON text at the specified position and parse only referenced fragment. For more info, see [JSON Path Expressions (SQL Server)](https://docs.microsoft.com/en-us/sql/relational-databases/json/json-path-expressions-sql-server).

The following example returns a nested object by specifying the path:

tsqlCopy

DECLARE @json NVARCHAR(4000) = N'{

"path": {

"to":{

"sub-object":["en-GB", "en-UK","de-AT","es-AR","sr-Cyrl"]

}

}

}';

SELECT [key],value

FROM OPENJSON(@json,'$.path.to."sub-object"')

**Results**

| Key | Value |
| --- | --- |
| 0 | en-GB |
| 1 | en-UK |
| 2 | de-AT |
| 3 | es-AR |
| 4 | sr-Cyrl |

**OPENJSON** returns indexes of the elements in JSON as keys if JSON array is parsed.

In SQL Server 2017 and in Azure SQL Database, you can provide a variable as the value of path.

The comparison used to match path steps with the properties of the JSON expression is case-sensitive and collation-unaware (that is, a BIN2 comparison).

### with\_clause

Explicitly defines output schema that will be returned by **OPENJSON** function. In the with\_clause can be used following elements:

colName  
Is the name for the output column.

By default, OPENJSON uses the name of the column to match a property in the JSON text. For example, if you specify the column name in the schema, OPENJSON tries to populate this column with the property "name" in the JSON text.

You can override this default mapping by using the column\_path argument.

type  
Is the data type for the output column.

column\_path  
Is the JSON path that specifies the property to return in the specified column. For more info, see the description of the path parameter previously in this topic.

Use column\_path to override default mapping rules if the name of an output column doesn't match the name of the property.

For more info, see [JSON Path Expressions (SQL Server)](https://docs.microsoft.com/en-us/sql/relational-databases/json/json-path-expressions-sql-server).

The comparison used to match path steps with the properties of the JSON expression is case-sensitive and collation-unaware (that is, a BIN2 comparison).

AS JSON  
Use AS JSON option in column definition to specify that referenced property contains inner object or array. If you don't specify AS JSON for a column, the function returns a scalar value (for example, int, string, true, false) from the specified JSON property on the specified path. If the path represents an object or an array, the function returns null in lax mode or an error in strict mode indicating that the property can't be found at the specified path.  
This behavior is similar to the behavior of the JSON\_VALUE function.

If you specify AS JSON for a column, the function returns a JSON fragment from the specified JSON property on the specified path. If the path represents a scalar value, the function returns null in lax mode or an error in strict mode indicating that the property can't be found at the specified path. This behavior is similar to the behavior of the JSON\_QUERY function.

##### Note

If you want to return nested JSON fragment from some JSON property, you MUST specify **AS JSON** flag. Without this option, OPENJSON will return NULL value instead of referenced JSON object or array, or it will return run-time error in strict mode (property cannot be found).

If you specify AS JSON option, the type of the column must be NVARCHAR(MAX).

For example, the following query returns and formats the elements of an array.

tsqlCopy

DECLARE @json NVARCHAR(MAX) = N'[

{

"Order": {

"Number":"SO43659",

"Date":"2011-05-31T00:00:00"

},

"AccountNumber":"AW29825",

"Item": {

"Price":2024.9940,

"Quantity":1

}

},

{

"Order": {

"Number":"SO43661",

"Date":"2011-06-01T00:00:00"

},

"AccountNumber":"AW73565",

"Item": {

"Price":2024.9940,

"Quantity":3

}

}

]'

SELECT \*

FROM OPENJSON ( @json )

WITH (

Number varchar(200) '$.Order.Number',

Date datetime '$.Order.Date',

Customer varchar(200) '$.AccountNumber',

Quantity int '$.Item.Quantity',

[Order] nvarchar(MAX) AS JSON

)

**Results**

| Number | Date | Customer | Quantity | Order |
| --- | --- | --- | --- | --- |
| SO43659 | 2011-05-31T00:00:00 | AW29825 | 1 | {"Number":"SO43659","Date":"2011-05-31T00:00:00"} |
| SO43661 | 2011-06-01T00:00:00 | AW73565 | 3 | {"Number":"SO43661", "Date":"2011-06-01T00:00:00"} |

## Return Value

Columns that will be returned as a result of OPENJSON function depend on WITH option.

1. When you call OPENJSON with the default schema - that is, when you don't specify an explicit schema in the WITH clause - the function returns a table with the following columns.
   1. **Key**. An nvarchar(4000) value that contains the name of the specified property or the index of the element in the specified array. The key column has a BIN2 collation.
   2. **Value**. An nvarchar(max) value that contains the value of the property. The value column inherits its collation from jsonExpression.
   3. **Type**. An int value that contains the type of the value. The **Type** column is returned only when you use OPENJSON with the default schema. The type column has one of the following values.

| Value of the Type column | JSON data type |
| --- | --- |
| 0 | null |
| 1 | string |
| 2 | int |
| 3 | true/false |
| 4 | array |
| 5 | object |

* 1. Only first level properties are returned. The statement fails if the JSON text is not properly formatted.

1. When you call OPENJSON and you specify an explicit schema in the WITH clause, the function returns a table with the schema that you defined in the WITH clause.

## Remarks

json\_path used in the second argument of **OPENJSON** or in with\_clause might start with **lax** or **strict** keyword. In **lax** mode **OPENJSON** will not raise any error if object or value on the specified path is not found. **OPENJSON**will returne either empty result set or NULL value if targeted object cannot be found. In **strict** mode error will be returned if referenced path cannot be found. If you don't specify mode, OPENJSON parses the root object using lax path mode (that is, as if you had specified the **lax** option in the path expression).

Some of the examples on this page explicitly specify the path mode, lax or strict. This is optional. If you don't explicitly specify a path mode, lax mode is the default. For more info about path mode and path expressions, see [JSON Path Expressions (SQL Server)](https://docs.microsoft.com/en-us/sql/relational-databases/json/json-path-expressions-sql-server).

Column names in **with\_clause** are matched with the keys in JSON text. If you specify column name [Address.Country] it will be matched with the key "Address.Country". If you need to reference nested key "Country" within the object "Address", you would need to specify the path "$.Address.Country" in column path.

json\_path may contain keys with alphanumeric characters. Escape key name in json\_path with double quotes if you have some special characters in the keys. As an example, '$."my key $1".regularKey."key with . dot" would match value 1 in the following JSON text:

Copy

{

"my key $1": {

"regularKey":{

"key with . dot": 1

}

}

}

## Examples

### Example 1 - Convert a JSON array value to a temporary table

In this example, list of identifiers are provided as JSON array of numbers. Following query converts JSON array to table of identifiers and filters all products with specified ids.

tsqlCopy

DECLARE @pSearchOptions NVARCHAR(4000) =N'[1,2,3,4]'

SELECT \*

FROM products

INNER JOIN OPENJSON(@pSearchOptions) AS productTypes

ON product.productTypeID=productTypes.value

This query is equivalent to the following example. However, in example below you would need to embed numbers on client side instead of passing them as parameters.

tsqlCopy

SELECT \*

FROM products

WHERE product.productTypeID IN(1,2,3,4)

### Example 2 - Merge properties from two JSON objects

The following example selects a union of all the properties of two JSON objects. The two objects have a duplicate "name" property. The example uses the key value to exclude the duplicate row from the results.

tsqlCopy

DECLARE @json1 NVARCHAR(MAX),@json2 NVARCHAR(MAX)

SET @json1=N'{"name": "John", "surname":"Doe"}'

SET @json2=N'{"name": "John", "age":45}'

SELECT \*

FROM OPENJSON(@json1)

UNION ALL

SELECT \*

FROM OPENJSON(@json2)

WHERE [key] NOT IN(SELECT [key] FROM OPENJSON(@json1))

### Example 3 - Join rows with JSON data stored in table cells using CROSS APPLY

In the following example, the SalesOrderHeader table has a SalesReason text column that contains an array of SalesOrderReasons in JSON format. The SalesOrderReasons objects contain properties like "Quality" and "Manufacturer". The example creates a report that joins every sales order row to the related sales reasons. The OPENJSON operator expands the JSON array of sales reasons as if the reasons were stored in a separate child table. Then the CROSS APPLY operator joins each sales order row to the rows returned by the OPENJSON table-valued function.

tsqlCopy

SELECT SalesOrderID,OrderDate,value AS Reason

FROM Sales.SalesOrderHeader

CROSS APPLY OPENJSON(SalesReasons)

##### Tip

When you have to expand JSON arrays stored in individual fields and join them with their parent rows, you typically use the Transact-SQL CROSS APPLY operator. For more info about CROSS APPLY, see [FROM (Transact-SQL)](https://docs.microsoft.com/en-us/sql/t-sql/queries/from-transact-sql).

The same query can be re-written using OPENJSON with explicitly defined return schema:

tsqlCopy

SELECT SalesOrderID, OrderDate, value AS Reason

FROM Sales.SalesOrderHeader

CROSS APPLY OPENJSON (SalesReasons) WITH (value nvarchar(100) '$')

In this example, '$' path references each element in arrays. You can use this type of query if you want to explicitly cast returned value.

### Example 4 - Combine relational rows and JSON elements with CROSS APPLY

The following query returns the results shown in the following table.

tsqlCopy

SELECT store.title, location.street, location.lat, location.long

FROM store

CROSS APPLY OPENJSON(store.jsonCol, 'lax $.location')

WITH (street varchar(500) , postcode varchar(500) '$.postcode' ,

lon int '$.geo.longitude', lat int '$.geo.latitude')

AS location

**Results**

| title | street | postcode | lon | lat |
| --- | --- | --- | --- | --- |
| Whole Food Markets | 17991 Redmond Way | WA 98052 | 47.666124 | -122.10155 |
| Sears | 148th Ave NE | WA 98052 | 47.63024 | -122.141246,17 |

### Example 5 - Import JSON data into SQL Server

The following example loads an entire JSON object into a SQL Server table.

tsqlCopy

DECLARE @json NVARCHAR(max) = N'{

"id" : 2,

"firstName": "John",

"lastName": "Smith",

"isAlive": true,

"age": 25,

"dateOfBirth": "2015-03-25T12:00:00",

"spouse": null

}';

INSERT INTO Person

SELECT \*

FROM OPENJSON(@json)

WITH (id int,

firstName nvarchar(50), lastName nvarchar(50),

isAlive bit, age int,

dateOfBirth datetime2, spouse nvarchar(50)

## See Also

[JSON Path Expressions (SQL Server)](https://docs.microsoft.com/en-us/sql/relational-databases/json/json-path-expressions-sql-server)  
[Convert JSON Data to Rows and Columns with OPENJSON (SQL Server)](https://docs.microsoft.com/en-us/sql/relational-databases/json/convert-json-data-to-rows-and-columns-with-openjson-sql-server)  
[Use OPENJSON with the Default Schema (SQL Server)](https://docs.microsoft.com/en-us/sql/relational-databases/json/use-openjson-with-the-default-schema-sql-server)  
[Use OPENJSON with an Explicit Schema (SQL Server)](https://docs.microsoft.com/en-us/sql/relational-databases/json/use-openjson-with-an-explicit-schema-sql-server)
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Kev\_K May 8, 2017

I ran into an issue trying to parse a nested JSON object that is a number and not a letter string. Here is what I am trying to parse:

Day": { "Hour": { "11": 5625.0751953125, "10": 1369.0666503906, "9": 20627.30078125, "8":2088.8942871094}select\*from openjson(@json)WITH(day nvarchar(100)'$.Day', hour nvarchar(100)'$.Day.Hour.11')

Error:

Msg 13607, Level 16, State 4, Line 23  
JSON path is not properly formatted. Unexpected character '1' is found at position 22.

There has to be a way to parse objects that begin with number. Any help will be appreciated. Thank you.
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Kev\_K May 8, 2017

I found it! Thanks!

Reference keys that contain non-alphanumeric characters in JSON text

Question. I have non-alphanumeric characters in keys in my JSON text. How can I reference these properties?[**+**](https://docs.microsoft.com/en-us/sql/t-sql/functions/openjson-transact-sql)

Answer. You have to surround them with quotes in JSON paths. For example,

JSON\_VALUE(@json, '$."$info"."First Name".value')

[**https://docs.microsoft.com/en-us/sql/relational-databases/json/solve-common-issues-with-json-in-sql-server**](https://docs.microsoft.com/en-us/sql/relational-databases/json/solve-common-issues-with-json-in-sql-server)
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Weitao\_Ren Mar 25, 2017

On SQL Server Version 13.0.4202.2:

The following code does't work for [Address.Country], it return null:

DECLARE @json\_string NVARCHAR(MAX) =

N'{"Customers":

    [{"Id":1,"Name":"Basavaraj",

            "Address":{"State":"KA","Country":"India"}},

     {"Id":2,"Name":"Kalpana",

            "Address":{"State":"NY","Country":"United State"}}

    ]

 }'

SELECT \*

FROM OPENJSON(@json\_string,'$.Customers')

WITH(Id INT, Name Varchar(100), [Address.Country] NVarchar(50) )

you can only do it as followed:

DECLARE @json\_string NVARCHAR(MAX) =

 N'{"Customers":

    [{"Id":1,"Name":"Basavaraj",

            "Address":{"State":"KA","Country":"India"}},

     {"Id":2,"Name":"Kalpana",

            "Address":{"State":"NY","Country":"United State"}}

    ]

 }'

SELECT \*

FROM OPENJSON(@json\_string,'$.Customers')

WITH(Id INT, Name Varchar(100), [Address.Country] NVarchar(50) '$.Address.Country')

LikeReply

[![Jovan_Popovic](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAADIAAAAyCAAAAAA7VNdtAAAABGdBTUEAALGPC/xhBQAAAAFzUkdCAK7OHOkAAALZSURBVEjHvZbNSxthEMZn3o9sTKIhJFYTihasIq2HIJSC9FDanrwW6d/YQ/8E2yK9SMGC/YBqBS1BYwyJH1njbvad6WGTbTYfm+2le5zl9z77zDw7u1iDf70E/A9EjSoyADAgAGA8hEFIRABgNjQCGkIYFbabtmdAqnRuig3jBIQF1r+fXDTdDuhEbnbxcZ5pgMHaAGH2PjbRUojA7Dmce74uB5gwwsJsb6c1MPs3ETr2qxcDzECTxZcPWUXE3ROIVPb9FxExF1b1nSRyuBvJnbrisQjy0blF4TPJOj/isSos7g4GCQCyDu4kj1Vxq3p4tLrqRthv2WEnvhu7FRHLOx4RKuR2BOLQqJSSG4GIUckFxAjEGo0kI5DksHsAjkRSKRrSQUqlIgKjC2ZYxRQ0RyAld1jFLY1HkKyFUV4WrNDjhr3QbMnBIZFZGu8FTX5p8MnQWcqbiIyxLKfD99Gky5KjVp9XLNuhkrDLRS9qWyKrjWJb/i3IdnFDcVRgAL3CpnICRjpqs+Bh9E5Gb2UreYNSIAqJN8mtFW/C6mNgfpTZPvQsCcZRKy8XPEaI2GOMKNEY2T48qdqQnnuwPGWkZMMhN30Igya3crp6j0l2Wh3QGW0E1n7ML1rC64MChFFR4+jraWv+2cOsIgEAJMzlr09n6dLacr4P6iGs6PTn3kVCK7ddXJvLpS1wbhvn386mEsZ1C+urJdHrQxdheb37+SqlGRix07KyyQS4zqWT0cwI6N3OPHk6082Fj7A6e/c7rbu7GAV5hkBIJYJKx154XfR1sObv4reVaeqLEgICQ39B3Nx/409V+C/K7vGM6Q8fMxGHCmb6eJeC6bOq7mfMpA8xZfarmoPAVOuaJyGs69WeCgunkphIAHCi4gj2VdCt6TiIrrk9+2iaMs5vhWyaAPFsjKOCt0GT+cpgHBX0roKOXXM8hK+DuTQoFgLU6CIIDYpFIDUYAf4AHyJUlM+1LgIAAAAASUVORK5CYII=)](https://docs.microsoft.com/en-us/sql/t-sql/functions/openjson-transact-sql)

Jovan\_Popovic Apr 7, 2017

Hi @Weitao\_Ren we have clarified this in the latest version of doc:

Column names in **with\_clause** are matched with the keys in JSON text. If you specify column name [Address.Country] it will be matched with the key "Address.Country". If you need to reference nested key "Country" within the object "Address", you would need to specify the path "$.Address.Country" in column path.

Thanks,

Jovan